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TOP: Task-Based Operator Parallelism for
Asynchronous Deep Learning Inference on GPU

Changyao Lin
Ziyang Zhang

Abstract—Current deep learning compilers have made signif-
icant strides in optimizing computation graphs for single- and
multi-model scenarios. However, they lack specific optimizations
for asynchronous multi-task inference systems. In such systems,
tasks arrive dynamically, leading to diverse inference progress
for each model. This renders traditional optimization strategies
based solely on the original computation graph suboptimal or even
invalid. Furthermore, existing operator scheduling methods do
not account for parallel task pipelines involving the same model.
Task pipelines present additional opportunities for optimization.
Therefore, we propose Task-based Operator Parallelism (TOP).
TOP incorporates an understanding of the impact of task arrival
patterns on the inference progress of each model. It leverages
the multi-agent reinforcement learning algorithm MADDPG to
cooperatively optimize the task launcher and model scheduler,
generating an optimal pair of dequeue frequency and computation
graph. The objective of TOP is to enhance resource utilization,
increase throughput, and allocate resources judiciously to prevent
task backlog. To expedite the optimization process in TOP, we
introduce a novel stage partition method using the GNN-based
Policy Gradient (GPG) algorithm. Through extensive experiments
on various devices, we demonstrate the efficacy of TOP. It outper-
forms the state-of-the-art in operator scheduling for both single-
and multi-model task processing scenarios. Benefiting from TOP,
we can significantly enhance the throughput of a single model
by increasing its concurrency or batch size, thereby achieving
self-acceleration.

Index Terms—Multi-task
reinforcement learning.

inference, operator scheduling,

I. INTRODUCTION

N CONTEMPORARY AI systems, the concurrent pro-
cessing of tasks for multiple data sources is a prevalent
and challenging requirement. These applications span a wide
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spectrum, encompassing edge devices within expansive intelli-
gent manufacturing lines, servers hosting multiple Al services,
and embedded Al systems in autonomous vehicles. In such sce-
nario, a multitude of terminals continually dispatch Al inference
tasks to a central server. These tasks may require different deep
neural networks (DNNs, models) for processing, with different
requirements for resources and real-time performance. How
to optimize from different levels to process the tasks more
efficiently is currently a hot research topic.

The development of software and hardware provides a lot of
support and opportunities for multi-task inference [1], [2], [3],
[4]. The existing efficient deep learning inference frequently
combines the characteristics of hardware and software for col-
laborative optimization [5], and can be categorized into model-
[6], [7], layer- [8], and operator-level [9], [10], [11] scheduling.
Due to the different layers or operators within DNNs, coarse-
grained model-level scheduling cannot fully account for the
fluctuated resource consumption. Scheduling at a finer-grained
layer- or operator-level can address this shortcoming [12]. The
finer the granularity, the more flexible the scheduling, and the
more optimization space is introduced, so the optimization cost
is also higher.

A DNN with many operators can be abstracted as a directed
acyclic graph (DAG), also known as a computation graph, where
nodes represent operators, and edges represent data flows and
dependencies between operators. The DNN compiler can for-
mulate and optimize the execution strategy for operators on the
computation graph. Some work optimizes a single model [10],
[13], [14]. However, there are few branches in a single model,
so the schedulable space and parallelism are limited, and peak
performance cannot be achieved on more and more resource-rich
hardware today. In contrast, multi-task deep learning computing
with multiple parallel DAGs usually has extensive inter-operator
parallelism, which makes the scheduling among models more
flexible. This kind of graph scheduling has certain challenges,
such as the increased complexity in larger number of operators
and scheduling space, and the more complex GPU resource
contention, etc [12].

For the operator scheduling of multi-model, it is more suitable
to combine the computation graphs of all models for optimiza-
tion. This kind of work generally assumes that all models share
the input, then formulates the strategy and configures the com-
putation graph offline to execute multitask inference on the input
at the same time. During online execution, all models need to be
synchronized [11], [15], [16]. However, for multi-task inference
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systems, sometimes the models need to be executed for different
data sources. In this case, each model cannot share the input.
The asynchronization of input data leads to offline optimization
being difficult to adapt to the dynamically arrived tasks, resulting
in invalid scheduling or excessive synchronization overhead.
In addition, the existing single- and multi-model optimization
methods do not consider the situation of parallel task pipeline for
the same model, which will introduce more optimizable space.

Several existing graph- or operator-level scheduling schemes
are compiled offline [10], [11], [15], which divide the sug-
gested concurrent operators into the same stage. The generated
computation graph is no longer modified at runtime, causing
a gap between static compilation and dynamic scenarios in
real-world applications, especially when on-device resources are
dynamically available. For the typical multi-source task-based
inference system, as tasks arrive dynamically, the inference pro-
gresses of task instances for each model are different. Therefore,
the operator parallel strategy cannot be pre-determined only
according to the DAG of each model, which may be suboptimal
or even invalid. To fill this gap, a dynamic compilation method is
urgently needed to ensure that the on-device resources are fully
utilized in an adaptive way at runtime.

One idea is to progressively schedule the current operators
and configure the computation graph during inference, but its
runtime overhead is too large. Therefore, we comprehensively
consider model characteristics, task patterns, and hardware re-
sources to explore how to design parallel strategies that improve
the utilization of hardware, thereby increasing the efficiency
of processing asynchronous tasks. We innovatively utilize the
impact of task pattern on the inference progress of each model,
and designs the operator scheduling strategy that conforms to
the inference progress according to the task pattern. Compared
with existing work, we can schedule more effectively and reduce
synchronization overhead.

Specifically, based on multi-agent reinforcement learning al-
gorithm MADDPG [17], this paper proposes Task-based Op-
erator Parallelism (TOP). The TOP framework cooperatively
optimizes the task launcher and model scheduler to generate
an optimal pair of dequeue frequency and computation graph
under the current state. The optimization objective is to enhance
resource utilization, increase throughput, and reasonably allo-
cate resources to avoid task backlog. The main contributions of
this paper are summarized as follows:

e We are the first to schedule operators according to task
pattern, and consider the task pipeline. We achieve effi-
cient collaborative optimization among model-, layer-, and
operator-level.

® We propose a task-based operator parallelism framework
TOP to effectively schedule operators for asynchronous
tasks in inference systems. TOP is applicable to single- and
multi-model optimization, and can also handle the case of
synchronous multitask.

e In order to reduce the overall optimization time of TOP,
we utilize GNN-based Policy Gradient (GPG) algorithm
to propose a novel stage partition method.

e Through evaluation on various heterogeneous models and
devices, we verify that the proposed method outperforms

the state-of-the-art in both asynchronous-single-model and
asynchronous-multi-model scenarios. We also verify the
feasibility of improving the throughput for a single model
by increasing its concurrency or batch size, and TOP can
increase the benefit.

II. RELATED WORK

Operator parallelism for single-model acceleration: Some
current mainstream deep learning inference frameworks take
use of operator-level parallelism to speed up inference. Before
executing operators, TensorFlow [18] builds a tensor-based
static computation graph through the compilation phase, and
then executes the operators sequentially. PyTorch [19] is a deep
learning framework that can dynamically configure computation
graphs, which means that it does not need to generate com-
putation graphs through the compilation phase. Operators are
also executed sequentially in PyTorch. As a machine learning
compiler for optimizing inference, TVM [13] abstracts DNN
into a unified intermediate representation, and takes use of the
learning-based scheduler to generate an optimal schedule to
execute operators efficiently on GPU. The above frameworks
focus on optimizing the intra-operator parallelism. Due to the
limited parallelism within the operator, the hardware utilization
is usually low. Therefore, some work began to optimize the
inter-operator parallelism to improve the utilization of hard-
ware and further accelerate inference. TensorRT [14] accelerates
inference through a series of technologies (such as pruning,
quantization, operator fusion, etc.), and constructs computation
graphs according to multi-stream processing technology of GPU
to execute operators in parallel. IOS [10] takes advantage of
dynamic programming (DP) to divide CNN into multiple stages,
and each stage utilizes operator merge or concurrent execution
to accelerate inference.

Both intra-operator parallelism and inter-operator parallelism
can improve the utilization of hardware, thus speeding up infer-
ence. However, the above work is aimed at a single model, with
few branches and limited schedulable space. On today’s more
and more resource-rich hardware, peak performance cannot be
achieved.

Operator parallelism for multi-model acceleration: Multi-
model inference has numerous parallelizable branches, which
makes inter-operator scheduling more flexible, but also brings
more challenges, such as the increase of scheduling space and
resource contention among models. Wang et al. [20] proposed
Horizontally Fused Training Array (HFTA) for model training.
HFTA fuses operators of the same type and shape in multiple
models, then trains the fused model on a shared accelerator
to improve hardware utilization and speed up model training.
Yu et al. [15] proposed an efficient resource-aware schedul-
ing framework for the multi-tenant DNN inference on GPU.
The framework utilizes the unified intermediate representation
and learning-based search algorithm to generate the optimal
schedule, so that the appropriate operators in various DNNs
can be centralized in the same stage for parallel execution. The
algorithm can maintain a balanced resource utilization through-
out the inference process, and eventually improve the runtime
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Fig. 1. Multi-task deep learning inference on GPU.

efficiency. Zhang et al. [11] proposed a framework POS that
addresses the optimization of multi-model inference in edge Al
applications. By combining four operator scheduling strategies,
POS achieves significant improvements in both inference speed
and GPU utilization.

Current multi-model operator-level acceleration techniques
are designed for offline static optimization in synchronous
tasks. However, when the task frequencies of the models are
different (i.e., asynchronous tasks), the inference progresses of
task instances are dynamically changing. Consequently, offline
optimization is not applicable, and the static computation graphs
may result in ineffective scheduling or substantial synchroniza-
tion overhead.

III. BACKGROUND AND MOTIVATION
A. Multi-Task Inference System

As shown in Fig. 1, today’s GPU platforms are increasingly
rich in computing and memory resources, with corresponding
software providing high concurrency support to users, such as
NVIDIA’s CUDA Multi-Stream [2], Multi-Process Service [3],
and Multi-Instance GPU [4]. With the collaborative develop-
ment of hardware and software, it is now possible to deploy
multiple DNNs on a single machine to process the inference
requests for different data sources concurrently [6]. Such devices
with certain computility that can be deployed with multiple
inference services usually act as the server. The data sources
are typically various terminal devices that act as clients, which
are usually resource-constrained devices that lack computility
and can only collect data (such as sensors). Therefore, the client
needs to continuously send data to the server to assign inference
tasks, and the server needs to efficiently process the requests
from different data sources [12]. These requests (tasks) can be
seen as inference instances of different DNNs deployed, so their
resource overheads are different.

Many AI+IoT (AIoT) scenarios at the edge or in the cloud can
be abstracted into this client-server pattern [21]. For example,
edge devices in large intelligent manufacturing lines, servers de-
ployed with multiple Al services in data centers, and embedded

CAvg. Latency of Tasks
(®Avg. GPU Utilization

GPU Utilization (%)

1 60 120180240
Task Frequency (FPS)

Fig. 2. The test results of ResNet-50 optimized by IOS in the asynchronous-
single-model scenario.

devices on autonomous vehicles need to continuously receive
data from various sources and invoke the corresponding DNN5s
for inference.

B. Computation Graph and Operator-Level
Inference Acceleration

In order to provide high-quality inference services and mit-
igate resource contention across different tasks, the server-
side devices require coordination of software and hardware
for resource scheduling at different levels. Fine-grained-level
scheduling can flexibly consider fluctuated resource consump-
tion [12]. Compared with model- and layer-level scheduling,
operator-level scheduling performs better for mixed models with
different complexities. This is because under coarse-grained
scheduling, the execution of large models may inhibit the exe-
cution of small models, which can be alleviated by fine-grained
scheduling. Therefore, lots of work goes deep into operator-level
optimization [10], [11], [15].

The computation graph is an intermediate representation that
connects the DNNs with the underlying execution engine. A
DNN model can be represented as a computation graph, where
vertex set is an abstraction of operator set, and edge set rep-
resents the dependency between operators. According to the
characteristics of DNN, the computation graph is a directed
acyclic graph (DAG). Each operator in the graph can be a
convolution calculation or matrix multiplication, etc. The edge
(u,v) from vertex u to vertex v is a tensor that is the output
of operator u and the input of operator v . Generally, due to the
difference in operator types and input shapes, the operators have
different computational loads and resource overheads. During
the inference process, the operators will be executed sequentially
or concurrently according to the strategies formulated on the
computation graph, to enhance inference efficiency and resource
utilization while mitigating the contention.

C. Acceleration Test for Asynchronous Inference in
Single-Model Scenario

In the scenario of multi-task inference, we first test the per-
formance of the advanced single-model operator scheduling
method IOS [10]. We preload ResNet-50 [22] on NVIDIA
GeForce RTX 3080 [23] and utilize IOS to schedule the op-
erators, then assign inference tasks to it at different frequencies.
As shown in Fig. 2, when the task launch frequency is very low
(e.g., 1 FPS), the average inference latency is 6ms. Therefore,
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Fig. 3.  The test results of ResNet-50 and Inception V3 optimized by POS in
the asynchronous-multi-model scenario.

when the task launch frequency is less than m(z 167) FPS,
there is no temporal overlap among inference instances, i.e.,
no pipeline parallelism among tasks, so they do not affect each
other, and the average inference latency is the lowest, but due
to the low parallelism, the GPU utilization is very low. When
the task launch frequency is greater than 167 FPS, pipeline
parallelism occurs among instances. However, IOS does not take
into account the pipeline parallelism, resulting in resource con-
tention even when the GPU utilization is below 50%, ultimately
leading to an increase in average task latency. Therefore, there
is still room for operator-level optimization in the asynchronous

inference scenario.

D. Acceleration Test for Asynchronous Inference in
Multi-Model Scenario

Due to the limited branches, a single model cannot fully utilize
resources to achieve the peak performance on resource-rich
hardware even after optimization. While multi-model inference
can introduce more parallel branches and improve hardware
utilization, but it also brings more severe resource contention.

Similarly, we also test the average inference latency and GPU
utilization under different task frequencies in the asynchronous-
multi-model scenario, after optimizing with the state-of-the-art
multi-model operator scheduling method POS [11]. Taking two
models, ResNet-50 and Inception V3 [24], as an example, we
preload them on NVIDIA GeForce RTX 3080. After optimiza-
tion with POS, we assign inference tasks to the two models at dif-
ferent frequencies. As shown in Fig. 3, the GPU utilization in the
multi-model scenario does increase by around 25% compared
to the single-model scenario. However, when the frequency
difference between the two models increases (e.g., 60 + 120 and
120 + 60), despite the overall task frequency decreasing (com-
pared to 120 4 120), the average inference latency increases,
and the GPU utilization is only around 60%. In addition to
not considering the optimization of pipeline parallelism, this
is because multi-model optimization methods like POS assume
that all models share the input, i.e., they aim at synchronous
tasks, which makes it easier to perform offline optimization
according to the original computation graph and hardware plat-
form. However, when the task frequencies of the models are
different (i.e., asynchronous tasks), the inference progress of task
instances is diverse, so the optimization is not applicable. The

static computation graph may result in ineffective scheduling or
significant synchronization overhead.

E. Summary

For multi-task inference systems, existing operator-level
single- and multi-model optimization methods do not consider
the situation of pipeline parallelism among the tasks of the same
model, which will introduce more optimization potential. Com-
pared to single-model optimization, multi-model optimization
can improve hardware utilization, but the existing operator-level
optimization assumes that the inputs of all models are syn-
chronous. For some multi-source inference systems, different
models need to take use of different data for inference. In such
cases, the models cannot share the input. The asynchronization
of input data makes it difficult for offline optimization to adapt to
the dynamically arriving tasks, leading to invalid scheduling or
excessive synchronization overhead. Therefore, for such asyn-
chronous tasks, it is necessary to design operator scheduling
strategies that are consistent with the inference progress of
each model according to the task pattern, and make reason-
able resource allocation to avoid the backlog of high-frequency
tasks. Dynamically scheduling at such a fine-grained level is a
great challenge, so we have to design a very efficient search
framework.

IV. PROBLEM DEFINITION

Model, task, queue, and task launcher: Suppose multiple
DNN models W = {wq, wa, ..., wy } are preloaded on the de-
vice to process various tasks [6]. The device has W task queues,
which cache the inference tasks Q™ = (¢, ¢y, ¢3",...) of
each model. The task launcher can adjust the dequeue frequency
of each queue to control the congestion of tasks under the
premise of maintaining the high utilization of GPU, that is, it
can control the number of current inference instances according
to the resource situation. The dequeued tasks will be distributed
to the corresponding models for concurrent inference.

Block: Modern DNNSs are typically constructed by stacking
multiple blocks, allowing each block to be optimized separately.
For example, each residual block of ResNet [22] is a block, each
Inception module of Inception V3 [24] is a block, and each Fire
module of SqueezeNet [25] is a block.

Pipeline parallelism and inference progress: As shown in
Fig. 4, let B = {b}",b5",..., b } be the set of blocks of
model w;. When models W execute tasks concurrently, at a
certain time t, there are N inference instances (i.e., the tasks
being inferred) Z,"* = {q}", ¢4’ , ..., ¢y } of model w;. An
instance can be a batch of inferences. Suppose these instances
infer to blocks B, = {by, by, ..., b} } respectively, then the
current inference progress of model w; is P,"* = B;"*. In order
to reduce the scheduling space, here the block is the pipeline
granularity.

Inter-block scheduling for asynchronous tasks: Our objective
is to jointly optimize the task launcher and inter-block scheduler,
so that they can generate an optimal pair of dequeue frequency
and block combination scheme according to the current state.
The objective is to enhance resource utilization, increase system
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throughput, and reasonably allocate resources to avoid task
backlog.

Specifically, for inter-block scheduling, we combine some
blocks of all models for subsequent intra-block operator schedul-
ing, and finally find the optimal combined block for each block.
Each combined block corresponds to an inference progress
Po={PP P, PP

For task launcher, we determine the optimal dequeue fre-
quency of various tasks according to the impact of task pattern
on the inference progress of each model, so as to control the
inference progress and make the operator scheduling effective.
The task launcher also acts as a resource allocator to avoid the
backlog of certain tasks by adjusting the dequeue (processing)
frequency of various tasks. At the same time, the task launcher
should achieve congestion control on the premise of ensuring
resource utilization to avoid hardware idle due to low task
frequency or resource contention due to high task frequency.

Intra-block scheduling: We continue to optimize fine-grained
operator parallelism in the combined block. Here we imitate the
idea in IOS [10] (as shown in Fig. 5), and recursively select the
endings of vertex (operator) set V' in the combined subgraph to
partition it into multiple stages. Vertex subset F; is the ending
of V if and only if there is no edge from E; to V — E;, thereby
ensuring that dependent operators are executed sequentially. As
shown in Fig. 6, the stages are executed sequentially, from top to
bottom. The operators with edges connected in the stage belong
to the same group, and the operators in the group are executed
sequentially due to dependencies. Multiple groups can be formed
in a stage, and the groups are executed in parallel. In this way,
we can limit resource allocation and contention within the stage.

Block i — 1 Output Merge
Block i Input Split)

oP3 |
Stage 1 :Group 1.2
oP6 |
Stage 2
1
1
1
Stage 3 1Group 3.2

lock i Output Merge
(Block i + 1 Input Split)

Fig. 6. Block, stage, group diagram. After intra-block operator scheduling,
block 7 is divided into 3 stages, and the 3 stages are executed sequentially. In
stage 1, operator 3 and operator 6 belong to the same group, so they are executed
sequentially, while concurrently with operator lin another group. Similarly, in
stage 2, operator 2 and operator 5 are executed sequentially, while concurrently
with operator 4. In stage 3, operator 8 and operator 9 are executed sequentially,
while concurrently with operator 7.

In TOP, tasks of the same model are pipelined in parallel
by blocks, so the transitive (dependent) closure of vertices
(operators) among different instances of the same model can be
cut off, which will lead to more optional endings in the combined
block and improve parallelism.

The problem is defined as: how to select ending F; at each step
to minimize the overall execution latency of V. The dynamic
programming algorithm used by IOS selects a more effective
parallel strategy according to the cost function. The cost function
is defined as the latency of running the computation graph. How-
ever, in our TOP scenario, the scheduling space of the combined
block is much larger than that of the original block, resulting
in a long search time for dynamic programming. Therefore,
this paper proposes a learning-based stage partitioning method,
which pre-trains an intra-block scheduler. In the subsequent
stage partitioning, there is no need to traverse all situations.

V. METHODOLOGY

Due to the vast scheduling space, it is impractical to directly
schedule all operators of the model set. Furthermore, since
the structure of DNNs is diverse, manual schedule tuning re-
quires considerable effort and lacks scalability. Therefore, we
utilize multi-agent reinforcement learning algorithm MADDPG
and GNN-based Policy Gradient (GPG) algorithm to achieve
efficient collaborative optimization among model-level (task
launcher), layer-level (inter-block scheduling), and operator-
level (intra-block scheduling).

MADDPG is used to coordinate the task launcher and model
scheduler. The model scheduler includes inter-block schedul-
ing and intra-block scheduling. Inter-block scheduling directly
collaborate with the task launcher, while GPG is used to per-
form more fine-grained intra-block graph encoding and operator
scheduling on the results of inter-block scheduling, generating
the final computation graph, so as to affect the performance
(reward) of MADDPG’s decision-making at each step.
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A. Framework

As shown in Figs. 7 and 8, the TOP framework is divided into
two phases: offline scheduling and online execution.

In the offline scheduling phase, the task launcher and model
scheduler jointly optimize the dequeue frequency and compu-
tation graph, and obtain the specific state and task processing
results by deploying the optimization results on a specific device.
The cost model calculates the reward through the task processing
results and feeds it back to the task launcher and model scheduler
for further learning and optimization.

In the online execution phase, the optimal task launcher and
model scheduler have been obtained through offline training.
They can infer the optimal dequeue frequency and computa-
tion graph under the current state. The dequeue frequency and
computation graph are re-inferred and deployed only when the
variance of the number of tasks in each queue exceeds a certain
threshold 7. This can not only avoid the task backlog, but also
eliminate the runtime overhead as much as possible.

B. MADDPG-Based Frequency Adjustment and
Block Combination

MADDPG [17] models the optimization as a multi-agent
Markov Decision Process (MDP), selecting an optimal action
at each step to transition the state to a state that is conducive
to the cumulative future reward. After convergence (Nash equi-
librium), the algorithm can determine the optimal dequeue fre-
quency of each queue, and find the optimal combined block for
each block according to the current state. The specific compo-
nents are described as follows:

S (State): during the execution of tasks, we randomly sample
n times the inference progress P; of all models and the deviation
dy,ds, ..., dy of the number of tasks in each queue, then stack
n samples into state s;, with dimension n x (W + ZZl B;).
Equation (1) is a concrete example, where 1 corresponds to the

028 ——— N s ouee o
a?: 0.40| peq req I&:% Isec)
0.03 Task Queue Q"2
Dequeue Frequendy f; = r}m (task/sec)
| | | | | | ‘ Task Queue 93
Model w, Model w,
Input Input
Fig. 9.  An example of task launcher action a? (W = 3).
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Fig. 10.  Anexample of model scheduler action {a% R af, R afv} (W = 3).
The three models are divided into five combined blocks.
progress.
w1 w1 WY
bUt DY Y dy dyw
1f1 0 - 1 dp, dyw
21 0 1 0 das do.w
St = 3 0 0 1 d3’1 d37W (1)
n 1 0 s 0 dn,l de

A (Action): one agent acts as the task launcher, and the action
aY is the task launch interval (sec/task) corresponding to the W/
models, so the dimension is /. We limit the action value to
(0,1], that is, the minimum dequeue frequency of each queue is
1 task/sec. Fig. 9 is an example of three models (queues).

W agents act as the model scheduler, responsible for W
models respectively, and the actions are a; , a2, . .., a}". Fig. 10
is an example of three models divided into five combined blocks.
The action value of each agent is limited to [0,1], and the
dimension is the number of blocks in model w; (usually less
than 10). According to the total number of blocks, [0,1] is divided
into uniform intervals. When the action value falls in a certain
interval, the corresponding block is combined with other blocks
falling in the interval. If there is only one block in the interval,
the block will not be combined with any other blocks. If there
is no block in an interval, the combined block is invalid. By
dividing the interval, it also tolerates certain action prediction
errors.
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Algorithm 1: MADDPG-Based Inter-Block Scheduling.

Input: s,,&;,1;,0; of each step t, original computation graphs GS™, G§"*, - - | G¢ri, thresholds T, H, replay_size

1 Initialize system parameters;
2 Offline scheduling:
3 while true do

4 for i<-0 to W do

5 | ai_y <+ p'(si-1)s

6 end for

7 | Combine blocks according to aj_y,a? 1, ,af’;

8 if maximum size of the combined blocks > H then

9 | o1 0

10 else

11 Use Algorithm 2 to optimize each combined block, get the stage_str, and store it in stage_dict;
12 Reconstruct combined blocks according to stage_str to build a new computation graph G7.5%,. .
13 Each queue dequeues tasks according to the frequency af_;;

14 Use GI'¢Y, . .. to process the tasks concurrently;

15 Sample n groups of progress and deviation to form s;;

16 Calculate r;_1 using Eq. (2);

17 end if

18 ap—1 {a?—hatl—lv"' 7atmil};

19 Store transition (s;—1,a;—1,7¢—1,S¢) in replay buffer D;

20 if len(D)> replay_size then

21 | Sample batches of transitions from D to update @9, Q},---, Q) p", p*,---, p" using Egs. (3) and (4);
22 end if

23 t—t+1;

24 end while

25 Online execution:
26 t < 0;

27 while true do

28 Each queue dequeues tasks according to the optimal frequency;

29 Use the optimal computation graph to process the tasks concurrently;
30 if o; > T then

31 Sample n groups of progress and deviation to form s;;

32 for i<—0 to W do

33 | ai < p'(se):

34 end for

35 Set dequeue frequency according to a;

36 Combine blocks according to a},a?,--- ,a}";

37 Get stage_str of the combination strategy from stage_dict;

38 Reconstruct combined blocks according to stage_str to build the optimal computation graph;
39 end if

40 t<—t+1;

41 end while

R (Reward): the immediate reward r; of step ¢ is calculated
by the following parts under the dequeue frequency and com-
putation graph corresponding to action a;: the average GPU
utilization &,, the average inference latency Z; of the tasks for
model w;, and the variance o; of the number of remaining tasks
in each queue, as shown in (2), where E: , Z;*, oy are the Z-score

normalized value of £, Z;, oy, respectively. a, b, c are the weights
assigned to the three components.

2

. &b 1) /W —co
ry=4q
i =

ik
eaftfbl,, —coy

i=1,2,... W

The specific process is shown in Algorithm 1. During offline
scheduling (training), to avoid mutual interference and inac-
curate measurement, the scheduler runs serially with DNNs.
During online execution, the scheduler runs in parallel with
DNNSs to improve task execution efficiency.

Offline scheduling: At each step t, according to state s;_1, use
MADDPG to infer the current dequeue frequency a?_; and block
combination strategy a}_;,a? ;,...,a}"; (lines 4-6). Lines 8-9
introduce threshold H for pruning (Section V-D). We perform
fine-grained operator scheduling in each combined block using
the pre-trained GPG algorithm (Section V-C), and store the
result stage_str in stage_dict (line 11). Then reconstruct the
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combined blocks according to the stage_str to generate a
new computation graph (line 12). Each queue dequeues tasks
according to its own frequency (line 13), then the computation
graph is used to process the tasks concurrently (line 14). At the
same time, sample n groups of progress and deviation to form the
next state s; (line 15). Since the performance (2:71, Z:,l, of 1)
is obtained after finishing inference, we adopt the experience
replay technique [26] to update MADDPG. After processing
the tasks at the end of each step, the reward is calculated using
(2) (line 16), and the transition (s;_1, a;—1,7¢—1, $¢) is stored in
the replay buffer D (lines 18-19). After the number of transitions
in D reaches replay_size, we use (3) to update the parameter gl
of value network Qz for agent ¢, where 7 is the discount factor, n

is the learning rate, @Z/ is the target network, and p’ is the target
policy. We also use (4) to update the parameter ¢’ of policy
network p’ for agent 4 [27] (lines 20-22).

e e —n-y VaQh(si—1,a-1),

where y = ri,l + ’y@;(«% at)|at:p’(st) 3)
Lpi — <pi +n- Vw/’i(aifl‘stfl)'

Vi Qp(st-1500-1)ai  —pi(siy) )

Online execution: At each step t, each queue dequeues tasks
according to the optimal frequency (line 28), then the optimal
computation graph is used to process the tasks concurrently (line
29). When the variance of the number of tasks in each queue
exceeds threshold 7" (line 30), sample n groups of progress and
deviation to form the state s; (line 31). Then use the well trained
MADDPG to infer the dequeue frequency and block combina-
tion strategy (lines 32-36). Get the corresponding stage_str of
the combination strategy from stage_dict (line 37), and build a
new computation graph according to the stage_str (line 38). By
setting the threshold 7', the runtime overhead caused by frequent
decision-making and graph reconstruction can be significantly
reduced.

C. GNN-Based Learning for Intra-Block Operator Scheduling

In our TOP scenario, the scheduling space within the com-
bined block is much larger than that within the original block,
which leads to long search time of the existing operator schedul-
ing methods. Therefore, we further propose a learning-based
stage partitioning method. The method pre-trains an intra-block
scheduler so that in the subsequent stage partitioning, it does not
need to traverse all the cases and profile each stage’s latency,
greatly reducing the scheduling time. In each recursion, we
encode the computation graph V' into an embedding via GNN,
and then input the embedding to a policy network that will output
an index of the selected ending.

1) GNN-Based Computation Graph Encoding: There are
two disadvantages in directly stacking the vertex and edge
information of a computation graph into the state: () processing
a high-dimensional state requires a complex policy network,
which is difficult to train to convergence; (:¢) it is impossible to
efficiently model the structure and operator information of the
computation graph, making TOP hard to generalize to various

Fig. 11.

Two-layer embedding for computation graph.

DNNS . Therefore, we utilize Graph Neural Network (GNN) [28]
to encode the computation graph into an embedding.

We define the raw state of each vertex (operator) v; in the
computation graph as s,, s, including: (i) the operator type,
(i7) the shape of the input, (ii7) the shape of the output, (iv) the
convolution stride for each dimension, (v) the convolution kernel
size, (vt) the padding for each dimension, (vii) the number of
groups in the convolution, (vi%) the activation function (relu,
sigmoid, tanh, identity), (ix) the pooling type (max, avg, global
max, global avg).

As shown in Fig. 11, given the state s,,, ; of each vertex/node
v; € V in the computation graph, we propagate the state infor-
mation {s,, ;|v; € V'} from top to bottom along the graph and
finally embed it into the leaf nodes {e., ;|v; € Vieqs}, that is,
{8u0;.t|vi € V} = {ey, +|vi € Viear}. Specifically, we traverse
each node v; € V in the graph from top to bottom. v; calculates
its own embedding e,,, ; by aggregating the embedding informa-
tion of all its parent nodes and its own state s,,, ¢, as shownin (5),
where F (v;) is the set of parent nodes of v;, hi(-) and ¢, (-) are
non-linear transformations implemented by neural networks as
aggregation functions. The whole top-down embedding process
finally stops at the leaf nodes.

> gilen)| +su )

vjeF (vi)

e’lji,t = hl

Since the node state information propagates along the edges
from top to bottom, the propagation also implicitly embeds the
edge state information (i.e., the dependencies of operators) of
the computation graph.

Finally, in the second-layer embedding, we use (6) to embed
all current leaf nodes, that is, {€,, ¢|v; € Vieas} — 2¢, Where
ha() and go(-) are aggregate functions that are isomorphic to
hi(-) and g1 (+), but have different parameters.

Zt:hg

> galen) ©

7)i€Weaf

The first-layer embedding only needs to embed the node set V'
once from top to bottom. Since the subsequent recursion is from
bottom to top, the first-layer embedding can be reused directly,
and only the second-layer embedding for the new leaf nodes
needs to be recalculated.
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Fig. 12.  Intra-block operator scheduling flow chart.

2) GNN-Based Policy Gradient (GPG) Algorithm: Asshown
in Fig. 12, we use a policy function pi(z¢; @) to predict action
under state z;, and an action-evaluation function ¢(z;, My; w)
(only in the training phase) to predict the value of each action
under state z;.; and ¢ are non-linear functions implemented
by neural networks with parameters of 8 and w. The action
space M is the ending set F of the current computation graph
V', with a size of M. Due to the large action space, we take
use of one-dimensional continuous action. The output action
0 < my < 1isa continuous value, and the index of the selected
ending is [m; x M |. Then E|,,, ) is the stage for recursive
step ¢. At the end of each step, we remove E|,,, s from V.
The recursion ends when V' = &.

There is only individual operator difference between index-
adjacent endings in F, so although our algorithm may have some
prediction errors for the continuous action m;, which cannot
guarantee the optimality, the performance is not much worse,
that is, a large amount of traversal time is saved by sacrificing a
small amount of performance.

In order to guide the learning of all network parameters, at the
end of each recursion, a reward u; = e ** will be generated, [,
is the execution latency (ms) of the ending selected at recursive
step . Since the optimization objective of policy learning is
to maximize the expectation of cumulative future reward, the
introduction of u; can minimize the execution latency of the
whole computation graph after all the recursive steps.

At each recursion, according to (zy, my, ug, z¢11), we adopt
the Temporary Difference (TD) algorithm [29] to update w, as
shown in (7), where d; is the TD error. Let 8" be the parameters
of GPG networks {h1(-), g1(-), ha(+), g2(+), u() }. We adopt the
deterministic policy gradient algorithm [27] to update 6, as
shown in (8).

W w—1n-0 - Vog(ze, myw) (7)
0" — 0" +1-Vou(z:0") - Viq(ze, u(z4:0%);0)  (8)

The intra-block optimization process is shown in Algorithm 2.
First, use (5) and (6) to encode the computation subgraph V into
embedding z; (line 3), and store the intermediate embeddings in
dictionary emb_dict for later reuse (line 4). Then start recursion
until V' = & (line 5). In each recursion, search for the endings
FE of V that satisfy the pruning thresholds r and s. The number
of groups in E do not exceed s, and the number of operators in

Algorithm 2: GPG-Based Intra-Block Scheduling.

Input: Computation subgraph V, thresholds 7, s
Output: stage_str

1t+0;

2 Stages < @;

3 Encode V into an embedding z; using Egs. (5) and (6);

4 Store all the intermediate embeddings in emb_dict;

s while V # @ do

6 Search iteratively for all endings ' of V satisfying

the thresholds 7 and s;

7 M <+ len(FE);

8 my < po(2t);

9 index < |my X M|;

10 Insert E;, 4., before the head of Stages;

1 V+ V- Einde:r;

12 leaves <+ LeafNodes(V);

13 Get the embeddings {e,,|v; € leaves} from
emb_dict;

14 Embed {e,, |v; € leaves} into z;41 using Eq. (6);

15 if ©s_training then

16 Measure the latency I; of stage Findes;

17 wp — el

18 Update q., and pg+ according to

(z¢, My, ug, z¢11) using Egs. (7) and (8);
19 end if

20 t+—t+1;

21 end while

22 stage_str «— Stage2String(Stages);

23 return stage_str;

each group do not exceed r (line 6). Then input 2z, into the pre-
trained policy network g to output the continuous action my,
and calculate the index of the target ending. Insert the ending
FEinder as astage before the head of Stages (lines 7-10). Remove
FEinder from V and get the embeddings of the leaf nodes of new
V from emb_dict. Embed the leaf nodes into z;11 using (6)
(lines 11-14). If it is in the training phase, test the execution
latency of E,4e, to calculate the reward u,;, and use (7) and
(8) to update the value network ¢, and the policy network (i
according to (z¢, m¢, ut, Z¢11) (lines 15-19). Then enter the t +
1 recursion (line 20). After all the recursive steps, output Stages
in string format (lines 22-23).

We pre-train GPG for different platforms using various block
combinations in the model set, and it can generalize well to most
of DNNs after convergence. Then the pre-trained Algorithm 2
will be invoked by Algorithm 1 (line 11). This eliminates the
need to profile each stage’s latency through execution during
search, so it is very efficient. Furthermore, in the pre-training
and search phases, a large number of intra-block GPG results
are stored for subsequent reuse. This will avoid the interaction
between intra-block scheduling and task processing during on-
line execution.

D. Reduce Optimization Time

Inter-block pruning: Section VI-E verifies that on various
devices, due to the limit of hardware resource, the performance
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of the combined block (i.e., the number of instances being
executed concurrently) to a certain size no longer improves,
and as the size increases, the intra-block optimization cost
also shows an exponential growth. Therefore, it is necessary
to find a suitable threshold H for each device. When the number
of sub-blocks contained in the combined block exceeds the
threshold H, we call it a superblock. The performance of the
superblock has reached saturation on the corresponding device,
and the intra-block optimization cost is very high. Therefore, if
MADDPG generates a superblock, we will no longer perform
subsequent intra-block optimization in it, but instead return
a penalty (r; = 0), and maintain the previous state, dequeue
frequency and computation graph. This can greatly avoid time
explosion and memory overflow.

Intra-block pruning: 10S [10] reduces the number of se-
lectable endings per recursion by limiting each ending (stage)
to a maximum of s groups and r operators per group, thereby
reducing optimization cost. This is a trade-off between opti-
mization cost and effectiveness. We also utilize this mechanism
to reduce the action space of GPG to accelerate training.

VI. EVALUATION

A. Implementation

We implement MADDPG and GPG based on Python, and
implement the underlying execution engine based on C++. The
latency of the computation graph is measured in the execution
engine to guide the scheduling of the upper level. The execution
engine is modified based on the cuDNN library provided by [30]
and supports the parallel execution of operators. In order to
achieve operator parallelism, we put the operators into different
CUDA streams. If there are enough computing resources, the
cores in different CUDA streams will execute in parallel. For
high-performance GPUs that are equipped with both CUDA
Cores and Tensor Cores [31], [32], due to the more significant
acceleration effect of Tensor Cores on deep learning inference,
the supported operators are preferentially dispatched to Tensor
Cores if they are idle; otherwise, the operators will be dispatched
to idle CUDA Cores.

We do not instantiate a computation graph for each task, which
would result in significant memory overhead. In the underlying
execution engine, we only save one graph instance for each
model. Therefore, in order to prevent the intermediate results of
multiple inference instances of the same model from covering
each other, we set that only one inference instance of each model
can exist in each sub-block, and cache the intermediate results
of each inference instance between blocks until they are used by
the next block of the inference.

In order to prevent deadlocks and additional synchronization
overhead, we do not set up any other synchronization mech-
anisms throughout the entire execution process. The effective
input ratio Ratio;, of a combined block is defined as the ratio
of the number of sub-blocks that have obtained input values
to the total number of sub-blocks. The combined block with a
higher Ratio;, will be executed first, and only the sub-blocks
that have obtained input values will be executed, without waiting

TABLE I
DEVICES INFORMATION

Device | GPU | Memory [ Computility
Jetson Nano | 128 E,IUDA Cores | 4GB 0.5TFLOPS
axwell
Jetson TX2 | 20 CUDA Cores 3GB 1.3TFLOPS
Pascal
384 CUDA Cores
Xavier NX +48 Tensor Cores 8GB 6.8TFLOPS
Volta
6912 CUDA Cores
Server +432 Tensor Cores 40GB 19.5TFLOPS
A100

for the inputs of other sub-blocks to arrive. Combined blocks
with Ratio;, = 0 will not be executed.

B. Experimental Setup

Baselines: We compare TOP with the current mainstream
scheduling framework in single-model and multi-model scenar-
ios. In the single-model scenario, TOP will be compared with
TensorFlow, PyTorch, TensorRT, TVM and I0S. In the multi-
model scenario, TOP will be compared with the state-of-the-art
multi-model operator scheduling method POS. These methods
are introduced in Section II.

The metrics include the average throughput (FPS), GPU
utilization (the number of active warps between two times-
tamps [10]) and variance of the number of remaining tasks in
each queue. In the following results, the acceleration ratio is
the relative value of the average throughput under each setting,
and the optimization cost ratio is the relative value of the
optimization time under each setting.

Devices: In order to explore the results of operator parallelism
under different resource conditions and verify the resource
awareness of TOP, we test TOP on a variety of heterogeneous
GPU devices, including three resource-constrained edge devices
(NVIDIA Jetson Nano [33], NVIDIA Jetson TX2 [34], NVIDIA
Xavier NX [31]) and a resource-rich server equipped with
NVIDIA A100 [32]. See Table I for specific information about
these devices.

Deploying our scheduler on some resource-constrained em-
bedded devices (such as Nano, TX2, NX) may cause insufficient
memory and even affect the execution of DNNs. Therefore, for
resource-constrained edge devices, we consider separating the
scheduler to the cloud, utilizing the distributed scheduling and
task execution mode. As shown in the framework of Figs. 7
and 8, the cost model, task launcher, and model scheduler can
be deployed in the cloud to accelerate scheduling and separate
the scheduling cost at the edge. When optimization results
(dequeue frequency and computation graph) are generated in
the cloud, we compress and package the results in the form of
strings, then transmit them to the edge device for analysis and
deployment. The edge device will feed back the execution state
and performance to the cloud for subsequent optimization. Here
the server also acts as the cloud.

Benchmark DNNs and task arrival patterns: As shown in
Table II, we select three DNNs: Inception V3, ResNet-50, and
SqueezeNet, which have different operator types as well as the
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TABLE II
BENCHMARK DNNS AND TASK ARRIVAL PATTERNS

Task Pattern (FPS)

Model #Blocks  #Operators Single- Ml
Inception V3 13 119 240 30
ResNet-50 5 87 240 60
SqueezeNet 12 50 240 120

DAcceleration Ratio (DP)
-=Qptimization Cost Ratio (DP)

DAcceleration Ratio (GPG)
«=Optimization Cost Ratio (GPG)

5 3 2000 2
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Fig. 13.  Comparison of intra-block optimization algorithms DP and GPG on
the server in terms of overhead and effectiveness.

number of blocks and operators. In the asynchronous-single-
model scenario, only one of the three models is preloaded
on the device, and the task arrival rate is set to 240 FPS. In
the asynchronous-multi-model scenario, all three models are
preloaded on the device simultaneously, and the task arrival
rates are set to 30, 60, and 120 FPS respectively to simulate
the asynchronous multitask scenario. The input shapes are all
3 x 224 x 224. Initially, there are no tasks in each queue. Since
the more powerful the device, the faster it processes tasks, to en-
sure sufficient tasks, the task arrival rate on the high-performance
server is set to double the above.

Parameter settings: For MADDPG and GPG, we use a 3-layer
ReLU NN to implement the value network with 1024, 512, and
300 hidden units per layer. Besides, we use a 2-layer ReLU
NN to implement the policy network with 500 and 128 hidden
units per layer. For GNN, {h;(-), g;(-) }i=1,2 are all implemented
using 2-layer ReLU NN, with 64 and 32 hidden units per layer.

Discount factor v = 0.95, learning rate = 0.001, batch size
for MADDPG training is 100, weights a = 0.4,b =0.4,c =
0.2, number of samples n = 10, thresholds 7" = 2 x 105,
HNano = 27I{TX2 = 2aHNX = 37HSETU€T = 4ar = 3; § =
8, replay_size =2 x 103, The following results are the
average of five tests.

C. GPG versus DP

We compare the proposed GPG-based intra-block optimiza-
tion method with the SOTA method IOS [10], which also uses
pruning thresholds of » = 3 and s = 8 . As shown in Fig. 13,
on the server, we perform intra-block optimization in the com-
bined blocks with different number of sub-blocks. The results
show that with the increase of the number of sub-blocks, the
optimization time of dynamic programming (DP) used by I0S
increases exponentially. For well-trained GPG, as it does not
need to traverse all cases and directly predict the optimal end-
ing selection strategy for each recursion, its optimization time

& Tensorflow mPyTorch
TVM mlOS
3

o TensorRT
28TOP

- N

i b

Inception V3 ResNet-50 SqueezeNet

Acceleration Ratio

o

Fig. 14. Comparison between TOP and mainstream frameworks on the server
in the single-model scenario.
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Fig. 15. Comparison between TOP and the SOTA framework on the server in
the multi-model scenario.
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Fig. 16.
scenarios.

The GPU utilization in the (a) single-model and (b) multi-model

gradually decreases by one order of magnitude compared to DP
as the scale increases, and its performance is only slightly lower
than DP. The disadvantage in performance is mainly because
our method only takes use of the concurrent execution strategy.
On the other hand, although DP takes a long time to optimize,
it is stable and the optimality can be guaranteed.

D. Comparison With Mainstream Deep Learning Frameworks

In both single- and multi-model scenarios, TOP performs
better than mainstream inference frameworks. We conduct tests
on the server, as shown in Figs. 14 and 16(a), in the single-model
scenario, TOP can accelerate by 14% to 180% compared to
mainstream frameworks, and the GPU utilization is improved
by 26% compared to IOS. As shown in Figs. 15 and 16(b), in
the multi-model scenario, TOP can accelerate by 63% compared
to POS, and the GPU utilization is improved by 14%.

This is mainly because TOP considers the situation of par-
allel task pipeline for the same model and introduces advanced
intra-block scheduling algorithm. Compared to other methods,
TOP has an additional task launcher module that can effectively
control the progress of the task pipeline and collaborate with the
model scheduler for effective scheduling to minimize synchro-
nization overhead.

Authorized licensed use limited to: University Town Library of Shenzhen. Downloaded on March 31,2025 at 02:28:20 UTC from IEEE Xplore. Restrictions apply.



LIN et al.: TOP: TASK-BASED OPERATOR PARALLELISM FOR ASYNCHRONOUS DEEP LEARNING INFERENCE ON GPU 277

220
o . e
<15 POS —TOP
10
8
&5 ° o T=2x109
g 0 ——
> 0 10 20 30 40 50 60
Time (s)
Fig. 17.  Task backlogs of POS (SOTA) and TOP in the multi-model scenario.
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Fig. 18. The relationship between the upper limit threshold H of combined

block size (number of sub-blocks) and overall optimization time, and the
achievable performance on four devices.

TOP also considers the backlog of tasks in the multi-model
scenario, as shown in Fig. 17. During the processing of the
three types of tasks, TOP’s unique mechanism can maintain
the variance of the number of remaining tasks in each queue
at a low level (i.e., below the set threshold 7' = 2 x 10°). This
means that TOP can dynamically adjust the dequeue frequency
of various tasks and block combination scheme, so as to prevent
task backlog and achieve resource allocation. In contrast, POS
does not consider the backlog of tasks, so the variance gradually
increases, indicating a backlog of certain types of tasks.

E. Pruning Thresholds and Observations on Different Devices

Theoretically, the more powerful the device, the faster it pro-
cesses tasks, thus the dequeue frequency on it will be higher, and
the combined block (i.e., the number of concurrent tasks) will
be larger. We explore the relationship between the upper limit
threshold H of combined block size (number of sub-blocks)
and overall optimization time on the four devices, and test the
corresponding achievable performance. As shown in Fig. 18,
the results on the four devices show that as the threshold
increases, the performance gain gradually saturates due to the
resource bottleneck of the device, and the optimization overhead
increases significantly. This is why we set parameters Hngno =
2, Hrxo =2, Hyx = 3, Hserver = 4. The thresholds s and r
are set according to [10].

In addition, as shown in Fig. 20, by observing the optimization
results on different devices, we find that the richer the resources,
the fewer the number of stages in the computation graph, and
correspondingly, the more the number of groups in each stage.
This means that the parallelism of the operator is improved to
utilize more resource. On the contrary, the computation graph
on resource-constrained devices will be more “slender”. That is,
TOP can achieve heterogeneous resource awareness with strong
generalizability.
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Fig. 19. (a) Percentage of time spent at each step during pre-training GPG and
(b) Percentage of time spent at each step during training MADDPG.
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F. Scheduling Overhead

We pre-train GPG for the four devices with different block
combinations in the model set, and then train the outer MAD-
DPG for the corresponding device.

The pre-training of GPG, as shown in Fig. 19(a), includes:
(7) one complete GNN-based computation graph encoding for
each combined block; at each step, (iz) the search for endings;
(727) the GPG decision-making; (iv) executing the stage on
specific device; and (v ) updating GPG parameters. At each step,
the search for endings takes the most time, averaging about 6s,
and the others take less than 5s in total. As shown in Fig. 21, the
GPG can converge within 6000 steps, which takes nearly 20h in
total.

Then the outer MADDPG is trained based on the pre-
trained GPG, as shown in Fig. 19(b), where each step includes:
(¢) the MADDPG decision-making to generate multiple com-
bined blocks; (iz) one complete GNN-based computation graph
encoding for each combined block; (¢i7) average 10 times
searches for endings and GPG decision-making within each
combined block (the (iz) and (¢77) can be parallelized across
the combined blocks); (iv) updating MADDPG parameters; (v)
the computation graph construction and task execution on edge
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Fig.22.  The training of MADDPG for the four devices.
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Fig. 23.  In the synchronous multitask scenario, TOP still outperforms the
SOTA.

device to obtain performance feedback. At each step, the search
for endings takes about 6s on average, the computation graph
construction on edge device takes less than 3s, and it executes
tasks for 10s to obtain performance feedback, while the others
take less than 5s in total. As shown in Fig. 22, MADDPG can
converge within 8000 steps, taking about one week in total.

Compared to the offline optimization time, the online exe-
cution cost is usually more concerning. Our TOP framework
can generate near optimal scheduling solution in a very short
time. Since a large number of intra-block optimization results
are stored during the offline phase, the main runtime overhead
arises from inter-block optimization, parsing results, and recon-
structing the computation graph.

Under the above experimental settings, the inference time of
MADDPG on the server is within 0.05ms. Parsing the results and
reconstructing the computation graph on the edge devices can be
completed within 3s. Moreover, only when the variance of the
number of tasks in each queue exceeds threshold 7', the policy is
re-made, and such process is parallel with task execution, so the
computational overhead of online tuning is highly acceptable.

G. Case Study

1) Synchronous Multitask: Multiple models sharing the
same input is a special case for TOP. To simulate the case, we
only set one queue with a sufficient number of tasks, and the
three models share each task in the queue. Correspondingly, we
make the action of TOP task launcher one-dimensional and set
the queue variance to 0. Due to the lack of task launcher in other
methods, for fairness, we set the same task frequency as TOP.

As shown in Fig. 23, our method can also outperform the
SOTA method POS in the case of shared input. TOP not only
considers the parallelism between different models, but also
considers the situation of parallel task pipeline for the same
model. It means that parallelism optimization can be carried out
between instances of the same model, which introduces a larger
optimization space.
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Fig. 24.  On the server, we verify the feasibility of improving the throughput

for a single model by increasing its concurrency, and TOP can increase this
benefit.
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Fig. 25. The graph results for different batch sizes.

2) Self-Acceleration: We conduct an experiment by increas-
ing the concurrent number of a single model, and then allowing
the concurrent models to jointly process tasks (with a sufficient
number of tasks in the queue, randomly assigned to each concur-
rent component for inference, and the task frequency is set to the
dequeue frequency after TOP converges under the corresponding
concurrent number).

As shown in Fig. 24, we first test the overall throughput
of the three models under different concurrent numbers. The
results show that increasing the concurrent number of a single
model can improve the overall throughput, even under the de-
fault scheduling algorithm of NVIDIA cuDNN [35]. Therefore,
under our TOP framework, we retest the overall throughput of
the three models under different concurrent numbers, and find
that TOP can significantly increase the throughput benefit, as
model concurrency can introduce more blocks to improve the
optimization space of TOP.

3) Batch Inference: Batch inference, which stacks a batch
of inputs into a tensor and computes them concurrently, can
more efficiently utilize resources [10], [11]. TOP can also take
advantage of batch inference to further improve throughput.

To verify this, we test the performance of TOP with different
batch sizes in the multi-model scenario. Specifically, we assume
that there are sufficient tasks in each queue. During each queue
dequeuing tasks according to the frequency, we package the task
data into batches and input them into the corresponding model,
i.e., one batch as an inference instance. We only test on the
server because large-batch inference requires high parallelism
and is suitable for resource-rich devices. Real-time applications
on edge devices usually use a batch size of 1.

As shown in Fig. 25, we observe that the larger the batch size,
the more “slender” the optimized computation graph, which is
due to the increased computation load of each operator caused by
the large batch size, occupying more computational resources,
and reducing the number of parallelizable operators in each
stage. In addition, when executing multiple operators in parallel,
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Fig. 27.  Comparison of throughput for the baselines under different batch
sizes in single-model (a)—(c) and multi-model (d) scenarios.

accessing shared resources (such as cache) is prone to conflicts.
For large batches, the conflict becomes more severe because the
demand for shared resources increases. In such a case, the con-
current execution of too many operators may actually degrade
performance. As shown in Fig. 26, as the batch size increases, we
observe that the average throughput significantly increases and
saturates at size 64, and the average GPU utilization stabilizes
at around 90%.

Since the majority of existing frameworks support batch
processing, we also compare the performance of TOP and the
baselines under different batch sizes. As shown in Fig. 27, the
throughput of TOP consistently outperforms all the baselines.
Compared to the multi-model scenario, the single-model sce-
nario has fewer parallelizable operators, so it exhibits a larger
batch size when the throughput saturates, reaching 128.

In summary, TOP can generate optimal scheduling for differ-
ent batch sizes, leveraging the advantages of batch processing to
achieve higher performance under the same resource overhead.

VII. DISCUSSION

Optimality of solution: This paper can be understood as
performing pipelined scheduling for various DL inference tasks
at the operator-level. Due to the prohibitively high scheduling
overhead at the fine-grained level, this paper proposes time-
efficient algorithms and mechanisms through multi-level col-
laboration to reduce the overhead. However, such time-efficient

learning-based algorithms can only find an approximately op-
timal solution, representing a trade-off. Such multi-granularity
collaborative optimization approach is widely used in system
design [12].

Applicability of GPG: We do not directly apply the proposed
GPG-based efficient stage partitioning algorithm to all operators
of the entire model set, as combining all operators results in a
large state and action space, leading to significant errors in state
encoding and decision-making. After testing, it performs well
in the scheduling space of the combined block, highlighting the
necessity of multi-level collaborative optimization.

Limitations of TOP: TOP is primarily optimized for Con-
volutional Neural Network (CNN) models. In reality, the
Transformer-based [36] large models require greater consid-
eration for the diversity of inference progress. The idea of
task-based inter-block scheduling in this paper can be applied to
optimization between Transformer blocks, but the introduction
of dynamic tensor shapes [37] makes the computational load
of each operator highly uncertain, so more advanced intra-block
scheduling methods need to be studied. In the future, parallelism
optimization between Transformers and CNNs can also be con-
sidered. Additionally, the high concurrency of GPUs provides
significant support for this work, TOP may be extended to other
heterogeneous hardware.

Uncertain workload: This paper evaluates TOP under peri-
odic inference tasks to simulate real-time applications of sensors
that sample at a fixed frequency. In addition to the periodic
DNN inference, TOP can also be compatible with uncertain
dynamic workloads, such as voice control triggered by keyword
spotting [38] and so on. The task launcher of TOP can convert the
uncertain workloads (or sampling frequencies) into optimized
task patterns.

Integration with existing technologies: TOP can be easily
integrated with other inter-operator parallelism strategies, such
as operator fusion, to reduce memory access overhead [10],
[11], [13]. It is also orthogonal to intra-operator (thread-level)
parallelism, such as TVM-AutoTune [13] and Miriam [39].
Since TOP only performs operator-level runtime scheduling on
a single machine without modifying the model structure, it can
be integrated and collaboratively optimized with model com-
pression [40], computation offloading [41], progressive infer-
ence [42], and other technologies in edge-cloud computing [43]
to achieve better performance in multi-task inference scenarios.
We look forward to TOP being applied in various edge-cloud
architectures.

VIII. CONCLUSION

For deep learning tasks that arrive asynchronously in the
inference system, this paper proposes Task-based Operator Par-
allelism (TOP), which utilizes MADDPG algorithm to collabo-
ratively optimize task launcher and model scheduler. According
to the task situation in the queue, TOP can dynamically generate
an optimal pair of dequeue frequency and operator parallelism
scheme to enhance resource utilization, increase throughput,
and avoid task backlog. In order to reduce the intra-block
optimization time of TOP, we propose a GPG-based stage
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partitioning method. TOP outperforms the state-of-the-art in
both single- and multi-model scenarios, and can also handle the
case where multiple models share the same input. Benefiting
from TOP, we can significantly improve the throughput of a
single model by increasing its concurrency or batch size to
achieve self-acceleration.
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